**The fusc function -- Part 1**
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The fusc function is defined recursively as follows:

fusc(0) = 0

fusc(1) = 1

fusc(2n) = fusc(n)

fusc(2n + 1) = fusc(n) + fusc(n + 1)

Your job is to produce the code for the fusc function. In this kata, your function will be tested with small values of n, so you should not need to be concerned about stack overflow or timeouts.

When done, move on to [Part 2](http://www.codewars.com/kata/the-fusc-function-part-2" \t "_blank).

<http://www.codewars.com/kata/the-fusc-function-part-1/java>

* **public class Kata {**
* **public static int fusc(int n) {**
* **if(n == 0 || n == 1)**
* **return n;**
* **int t = n % 2;**
* **return t == 0 ? fusc(n / 2) : fusc(n / 2) + fusc(n / 2 + 1);**
* **}**
* **}**
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* **public class Kata {**
* **public static int fusc(int n) {**
* **return n<2 ? n : fusc(n/2) + (n%2==0 ? 0 : fusc(n/2+1));**
* **}**

**}**
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* **class Kata {**
* **static int fusc(int n) {**
* **if (n >= 2) {**
* **return n % 2 == 0 ?**
* **fusc(n / 2) :**
* **fusc(n / 2) + fusc(n / 2 + 1);**
* **}**
* **return n;**
* **}**

**}**